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B-3

Code:

#include<bits/stdc++.h>

using namespace std;

#define null NULL

typedef struct Bdnode \* bdptr;

struct Bdnode

{

   int cnt=0;

   int \*keys;

   bdptr \*cptr;

   bool leaf=true;

};

void split(bdptr &l,bdptr &r,int &mid,int d,int &bias)

{

    int mid\_ind;

    if(bias==0){//right biased

        mid\_ind=d/2-1;

        bias=1;

    }else if(bias==1){//left biased

        mid\_ind=d/2;

        bias=0;

    }

    if(d%2!=0)mid\_ind = (d)/2;

    r->leaf=l->leaf;

    for(int i=mid\_ind+1;i<d;i++)

    {

        r->cptr[r->cnt]=l->cptr[i];

        r->keys[r->cnt++]=l->keys[i];

        l->cptr[i]=null;

        l->keys[i]=0;

        l->cnt--;

    }

    r->cptr[r->cnt]=l->cptr[d];

    l->cptr[d]=null;

    mid=l->keys[mid\_ind];

    l->keys[mid\_ind]=0;

    l->cnt--;

}

void insert(bdptr &bd,int x,int d)

{

    int i=bd->cnt-1;

    while(i>=0 && bd->keys[i]>x)

    {

        bd->keys[i+1]=bd->keys[i];

        bd->cptr[i+2]=bd->cptr[i+1];

        i--;

    }

    bd->keys[i+1]=x;

    bd->cptr[i+2]=bd->cptr[i+1];

    bd->cnt++;

}

bdptr kothadi(int d)

{

    bdptr bd = new Bdnode;

    bd->keys=new int[d];// one extra

    bd->cptr = new bdptr[d+1];//one extra

    for(int i=0;i<d+1;i++)bd->cptr[i]=null;

    return bd;

}

void create(bdptr &bd,int &x,int d,bdptr parent,bdptr &head,int &upOrdown,bdptr &left,bdptr &right,int &bias)

{

    if(!bd)

    {

        bd = kothadi(d);

        bd->keys[bd->cnt++]=x;

        return;

    }

    int ind=-1;

    for(int i=bd->cnt;i>=0;i--)

    {

        if(i==0 && x<bd->keys[0])ind=0;

        if(i!=0 && x > bd->keys[i-1]){ind=i;break;}

    }

    if(bd->cptr[ind]) create(bd->cptr[ind],x,d,bd,head,upOrdown,left,right,bias);//go down till leaf

    else insert(bd,x,d);//is leaf

    if(upOrdown==1){ //coming back from recursion and wants to add mid of child's overflow to current

        insert(bd,x,d);

        ind=-1;

        for(int i=0;i<bd->cnt;i++)

        {

            if(bd->keys[i]==x)ind=i;

        }

        bd->cptr[ind]=left;

        bd->cptr[ind+1]=right;

        upOrdown=0;

    }

    if(bd->cnt==d)//overflow

    {

        bdptr r=kothadi(d);

        split(bd,r,x,d,bias);

        left=bd;right=r;

        if(parent==null)

        {

            bdptr par = kothadi(d);

            par->keys[par->cnt++]=x;

            par->cptr[0]=left;

            par->cptr[1]=right;

            par->leaf=false;

            head=par;

        }

        upOrdown=1;

        return;

    }

}

void create(bdptr &bd,int x,int d,int &bias)

{

    int upordown=0;

    bdptr left=null,right=null;

    create(bd,x,d,null,bd,upordown,left,right,bias);

}

void levelorder(bdptr bd,int d)

{

    queue<bdptr>q;

    bdptr end = kothadi(d);

    end->keys[end->cnt++]=-1;

    q.push(bd);q.push(end);

    while(true)

    {

        bdptr temp = q.front();q.pop();

        if(temp->keys[0]==-1)

        {

            if(q.empty())break;

            cout<<endl;q.push(end);

        }else{

            for(int i=0;i<temp->cnt;i++)cout<<temp->keys[i]<<" ";

            for(int i=0;i<=temp->cnt;i++)

                if(temp->cptr[i])q.push(temp->cptr[i]);

        }

    }

}

int main()

{

    bdptr BD=null;

    int d,n;

    cin>>d;

    int bias=1;//left

    cin>>n;

    while(n!=-1)

    {

        create(BD,n,d,bias);

        cin>>n;

    }

    levelorder(BD,d);

}

// 4 12 11 10 9 8 7 6 5 4 3 2 1 -1

Input:

4

12 11 10 9 8 7 6 5 4 3 2 1 -1

Output:

![](data:image/png;base64,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)